# 原子性

原子是世界上的最小单位，具有不可分割性。比如 a=0；（a非long和double类型） 这个操作是不可分割的，那么我们说这个操作时原子操作。再比如：a++； 这个操作实际是a = a + 1；是可分割的，所以他不是一个原子操作。非原子操作都会存在线程安全问题，需要我们使用同步技术（sychronized）来让它变成一个原子操作。一个操作是原子操作，那么我们称它具有原子性。**[Java](http://lib.csdn.net/base/javase" \o "Java SE知识库" \t "http://blog.csdn.net/u010359884/article/details/_blank)**的concurrent包下提供了一些原子类，我们可以通过阅读API来了解这些原子类的用法。比如：AtomicInteger、AtomicLong、AtomicReference等。

# 可见性

可见性，是指线程之间的可见性，一个线程修改的状态对另一个线程是可见的。也就是一个线程修改的结果。另一个线程马上就能看到。比如：用volatile修饰的变量，就会具有可见性。volatile修饰的变量不允许线程内部缓存和重排序，即直接修改内存。所以对其他线程是可见的。但是这里需要注意一个问题，**volatile只能让被他修饰内容具有可见性，但不能保证它具有原子性。**比如 volatile int a = 0；之后有一个操作 a++；这个变量a具有可见性，但是a++ 依然是一个非原子操作，也就这这个操作同样存在线程安全问题。

# 他们之间关系

原子性是说一个操作是否可分割。可见性是说操作结果其他线程是否可见。这么看来他们其实没有什么关系。

# 实例

**[java]** [view plain](http://blog.csdn.net/maosijunzi/article/details/18315013" \o "view plain" \t "http://blog.csdn.net/u010359884/article/details/_blank)[copy](http://blog.csdn.net/maosijunzi/article/details/18315013" \o "copy" \t "http://blog.csdn.net/u010359884/article/details/_blank)[![IMG_256](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAYAAAFo9M/3AAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAyBpVFh0WE1MOmNvbS5hZG9iZS54bXAAAAAAADw/eHBhY2tldCBiZWdpbj0i77u/IiBpZD0iVzVNME1wQ2VoaUh6cmVTek5UY3prYzlkIj8+IDx4OnhtcG1ldGEgeG1sbnM6eD0iYWRvYmU6bnM6bWV0YS8iIHg6eG1wdGs9IkFkb2JlIFhNUCBDb3JlIDUuMC1jMDYwIDYxLjEzNDc3NywgMjAxMC8wMi8xMi0xNzozMjowMCAgICAgICAgIj4gPHJkZjpSREYgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj4gPHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9IiIgeG1sbnM6eG1wPSJodHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvIiB4bWxuczp4bXBNTT0iaHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wL21tLyIgeG1sbnM6c3RSZWY9Imh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC9zVHlwZS9SZXNvdXJjZVJlZiMiIHhtcDpDcmVhdG9yVG9vbD0iQWRvYmUgUGhvdG9zaG9wIENTNSBXaW5kb3dzIiB4bXBNTTpJbnN0YW5jZUlEPSJ4bXAuaWlkOkEzQjgzRjRDRTlEQjExRTJBODYwRkVCQzZDODQ0MkUxIiB4bXBNTTpEb2N1bWVudElEPSJ4bXAuZGlkOkEzQjgzRjRERTlEQjExRTJBODYwRkVCQzZDODQ0MkUxIj4gPHhtcE1NOkRlcml2ZWRGcm9tIHN0UmVmOmluc3RhbmNlSUQ9InhtcC5paWQ6QTNCODNGNEFFOURCMTFFMkE4NjBGRUJDNkM4NDQyRTEiIHN0UmVmOmRvY3VtZW50SUQ9InhtcC5kaWQ6QTNCODNGNEJFOURCMTFFMkE4NjBGRUJDNkM4NDQyRTEiLz4gPC9yZGY6RGVzY3JpcHRpb24+IDwvcmRmOlJERj4gPC94OnhtcG1ldGE+IDw/eHBhY2tldCBlbmQ9InIiPz7ypXxnAAABLUlEQVR42mL8//8/AwiwrFixAsRiBAggRgwRgABiXL58OUgAxNkAxBOZGBAgAIj3AwQQXA8MwPSCgCMQ+7NAOYxQ+gDMDJCq/SAaIIBgtoDAfCBOYEADIB39UB0JUKNQMEiBAQMewAJ1DcyK/+gKAAIIwx8YJgD9BaIVgPg+LisSoMbDQCPIv0DsAMT8LEiSF4DYEEnhAZg3YaAQmxXICupxKVgAZTtAvXkfFswgMZCCRKjdH6AKFaCKwe4ACDDkuEAGAtAI94dqwBbaIAMvsKClkPlQzcQAAZgTQTa8B+L1aJpBaVAQWwJAxixYNDJA/b2AGGcw4fEfA7EGJGIRB7nqPDRccAGQxQKweAT5ZwIWBeuh8YkNgyz4wIKWlArRbUCKcwakNAny4gMQBwB45lFXOa76PwAAAABJRU5ErkJggg==)](https://code.csdn.net/snippets/157836" \o "在CODE上查看代码片" \t "http://blog.csdn.net/u010359884/article/details/_blank)[![IMG_257](data:image/jpeg;base64,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)](https://code.csdn.net/snippets/157836/fork" \o "派生到我的代码片" \t "http://blog.csdn.net/u010359884/article/details/_blank)

1. **package** com.chu.test.thread;
2. /\*\*
3. \* 可见性分析
4. \* @author Administrator
5. \*
6. \*volatile 会拒绝编译器对其修饰的变量进行优化。也就不会存在重排序的问题。volatile只会影响可见性，不会影响原子性。
7. \*下面程序如果不加
8. \*/
9. **public** **class** Test {
11. **volatile** **int** a = 1;
12. **volatile** **boolean** ready;
14. **public** **class** PrintA **extends** Thread{
15. @Override
16. **public** **void** run() {
17. **while**(!ready){
18. Thread.yield();
19. }
20. System.out.println(a);
21. }
22. }
23. **public** **static** **void** main(String[] args) **throws** InterruptedException {
24. Test t = **new** Test();
25. t.**new** PrintA().start();
26. //下面两行如果不加volatile的话，执行的先后顺序是不可预测的。并且下面两行都是原子操作，但是这两行作为一个整体的话就不是一个原子操作。
27. t.a = 48; //这是一个原子操作，但是其结果不一定具有可见性。加上volatile后就具备了可见性。
28. t.ready = **true**;//同理
29. }
31. }    
    上面程序如果变量a不用volatile修饰那么输出结果很可能就是0.。